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Introduction The Device Level in GS/OS

One of the principal goals of GS/OS® is to provide application
programmers with access to a wide variety of hardware devices while
insulating programmers (and users) from the low-level details of hardware
control. The device level in GS/OS is responsible for meeting this goal.
The device level consists of

the GS/OS interface to FSTs for device access through file systems
the GS/0S interface to applications for direct device access

the GS/OS interface to device drivers

a set of low-level system service calls available to device drivers
m the collection of drivers that are provided with GS/OS

Part I of this reference describes the application interface to GS/OS
for direct device access: It documents all device calls and describes the
individual GS/OS device drivers that applications can call.

Part II of this reference describes the GS/OS interface to drivers:

It shows how to design and write a device driver, documents all calls a
driver must accept, and describes how a driver can get information and
services it needs from GS/OS.

Appendixes to this reference describe how GS/OS generated drivers
interact with slot-based firmware I/O drivers and what errors GS/OS
can return.



What is the device level?

As described in the introduction to GS/OS Reference, GS/OS consists of three interface
levels: the application level, the file system level, and the device level. Figure I-1 is a
generalized diagram of GS/OS, showing how the device level relates to the rest of

the system.

In general, the device level sits between the file system level and hardware devices,
translating the device I/O calls made by a file system translator (FST) into the calls that
access data on peripheral devices. Note also that part of the device level (the Device
Manager) extends upward into the level occupied by file system translators. By making
calls through the Device Manager, applications can access devices at a high level, in a
manner analogous to the way they access files.

Different components of the device level handle different device-access needs:

m File system translators, which convert file I/O calls into equivalent driver calls, go
through the device dispatcher. Driver calls are described in Chapter 10.

m Applications that wish to access devices directly make device calls that go through the
Device Manager. Device calls are described in Chapter 1. Like file I/O calls, device calls
are translated into driver calls by the Device Manager.

m The device dispatcher itself makes other driver calls when setting up drivers or shutting
them down. How the device dispatcher interacts with drivers is described
in Chapter 8.

m GS/OS device drivers are the lowest level of GS/OS; they access device hardware
directly. The individual drivers that accompany GS/OS are described in Chapters 2-7.

m The device level is extensible; you can write your own device driver for GS/OS.

Device driver structure and design are described in Chapter 8; how drivers handle
caching and configuration is discussed in Chapters 9 and 10.

m Device drivers that need access to system features and functions can make
system service calls to GS/OS. System service calls are described in Chapter 11.

What GS/OS device drivers are and how the Device Manager, the device dispatcher, and
the rest of GS/OS interact with them are the subjects of the rest of this chapter.
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m  Figure I-1 Device level in GS/OS
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GS/0S drivers

A GS/OS driver is a program, executing from RAM, that directly or indirectly handles all
input/output operations to or from a hardware device and also provides information to
the system about the device. GS/OS drivers must be able to accept and act upon a
specific set of calls from GS/OS.
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Generally, each hardware device (or group of closely related devices) needs its own driver.
Disk drives, printers, serial ports, and the console (keyboard and screen) can all be
accessed through their drivers.

This section discusses the different driver classifications that GS/OS recognizes.

Block drivers and character drivers

There are two fundamental types of drivers, in terms of the kinds of devices they control:

» Block drivers allow access to block devices, such as disk drives, from which a
certain number (one block) of bytes is read from or written to the device at a time,
and on which any block within a file can be accessed at any time. Block devices are
also called random-access devices because all blocks are equally accessible.

a Character drivers allow access to character devices, such as printers or the console,
in which a single character (byte)—or a stream of consecutive characters—is read or
written at a time, and access is available to only the current byte being read or written.
Character devices are also called sequential-access devices because each byte must be
taken in sequence.

GS/OS fully supports both types of drivers and includes drivers of each type. For example,
the Console driver (see Chapter 8 of GS/OS Reference) is a character driver, and the
AppleDisk 3.5 driver (see Chapter 3) is a block driver.

Loaded drivers and generated drivers

GS/OS also distinguishes between drivers on the basis of origin, in order to take
advantage of the many existing device drivers (both built in and on peripheral cards)
for the Apple® 11 family of computers:

m Loaded drivers are drivers that are written to work directly with GS/OS and that
are usually loaded in from the system disk at boot time.

m Generated drivers are drivers that are tonstructed by GS/OS itself to provide a
GS/0S interface to existing, slot-based firmware drivers in ports or on
peripheral cards.

At boot time, GS/OS first loads and initializes all loaded drivers. Then, for slots that
contain devices that do not have loaded drivers, GS/OS generates the appropriate
character or block drivers. Generated drivers are discussed further in Chapter 7.
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Because all generated drivers are created by GS/OS, any driver that you write for GS/OS
will of course be a loaded driver. How to write a loaded driver is discussed in Part II of
this reference.

Device drivers and supervisory drivers

It is simplest to assume that each hardware device is associated with only one driver and
that each driver is associated with only one hardware device. It is only slightly more
complex to have more than one device controlled by a single driver; a single block driver
can access several disk drives, for example. In either case the driver accesses its hardware
devices directly.

More complexity is possible, however. In some cases there are logical “devices”
(hardware controllers such as a SCSI port) that must handle I/O requests from more than
one driver (for example, a SCSI hard disk driver and a SCSI CD-ROM driver) and access
more than one type of device. To handle those situations, GS/OS allows for special
drivers that arbitrate calls from individual device drivers and dispatch them to the proper
individual devices.

Therefore, GS/OS also defines these two types of driver:

wm A device driver is a driver that accepts the standard set of driver calls (device I/O
calls made by an FST or by an application through the Device Manager). A device driver
can conduct I/O transactions directly with its device or indirectly through a
supervisory driver,

s A supervisory driver (or supervisor) arbitrates use of a hardware controller by
several device drivers in cases where a single hardware controller conducts I/0
transactions with several devices. A supervisory driver does not accept I/O calls
directly from FSTs or the Device Manager; it accepts only supervisory-driver calls
from its individual device drivers.

The presence of supervisory drivers adds more layers to the GS/OS device level.

Because more than one supervisory driver can be active at a time, there is a

supervisor dispatcher to route the requests of device drivers to the proper supervisory
driver. The supervisor dispatcher relates to supervisory drivers much as the device
dispatcher relates to device drivers. This device-level driver hierarchy is diagrammed

in Figure I-2.

Introduction The Device Level in GS/OS



m  Figure I-2 Driver hierarchy within device level
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Supervisory drivers and their accompanying device drivers are always loaded drivers, but
they can be character drivers, block drivers, or both; that is, a single driver does not have
characteristics that restrict it to being solely a block or character device.

Supervisory drivers are closely tied to their device drivers. During the boot sequence all
supervisory drivers are loaded and started before any device drivers. This procedure
ensures that when a loaded device driver is started, its supervisory driver will be available
to it. Other than that, GS/OS is not concemned with the rules of arbitration between a
supervisory driver and its loaded device drivers.

6 Apple IIGS GS/OS Device Driver Reference



Besides simplifying the device interface for applications and providing increased
hardware independence, the use of supervisory drivers allows individual device drivers to
be added to the system without requiring the replacement or revision of existing drivers.

The differences between device drivers and supervisory drivers are explained more fully in
Chapter 8. The rest of the discussion in this chapter concerns device drivers only.

How applications access devices

When an application makes a call that results in any kind of I/O, device access occurs.
That device access is either indirect, through an FST, or direct, through the
Device Manager.

Through an FST

Device access through a file system translator is completely automatic and transparent to
the application. When an application performs file I/O by making a standard GS/OS call
(as described in Chapter 3 of GS/OS Reference) such as Create, Read, or Write, the GS/OS
Call Manager passes the call along to the appropriate FST, which converts it to a driver call
and sends it to the device dispatcher, which routes it to the appropriate device driver.
The device driver in turn accesses the device and performs the requested task.

In most cases the application does not know what device is being accessed. It might not
even know which file system is being used. Figure I-3 shows the schematic progress of a
typical GS/OS call from application to device, including how parameters are passed.

Introduction The Device Level in GS/0S
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m  Figure I-3 Diagram of GS/OS call
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High-level calls pass parameters differently than low-level calls do. When an FST receives a
call from an application, it converts the parameter block information into data on the
GS/OS direct page; that conversion makes the data available to low-level software,
including drivers. The call then passes through the device dispatcher and to the driver.
After the call has been completed, the driver puts any return information into the direct-
page parameter space; the FST transfers that information back to the application’s
parameter block and returns control to the application.

Through the Device Manager

A typical Apple 1IGs® application does not need to make any calls to access devices
directly. File calls made by the application pass through an FST and are automatically
converted into the correct driver calls, which read or write the desired data. The
application need not be concerned with the specific device, or even the specific file
system, used to store the data. ’

However, there are times when a particular process is specific to a particular type of
device. If your application needs to do something that specific, such as taking user input
from the console in text mode, you will need to know how to make a specific driver
perform a specific action. That's where device calls come in.
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Device calls are application-level GS/OS calls, just like all the calls discussed in Chapter 10
of GS/OS Reference. Your application sets up a parameter block in memory and makes the
call as described in Chapter 3 of GS/OS Reference. The only difference from a normal
file-access call is that the device calls are routed through the Device Manager rather than
through an FST. See Figure I-4.

The Device Manager converts the call into a driver call and sends it to the device
dispatcher, which passes it on to the device driver; the driver then acts on it accordingly.

The Device Manager is similar to an FST but is limited in its support of GS/OS system calls
and is independent of any file system. It supports only those GS/OS calls that provide an
application with direct access to a peripheral device or device driver, while providing an
FST-like interface between the application and the device dispatcher.

_The Device Manager handles only six GS/OS calls: DInfo, DStatus, DControl, DRead,
DWrite, and DRename. Extensions to DStatus and DControl allow device-specific
functions to be called. All other application-level GS/OS calls that access devices must
pass through an FST. Device calls are documented in detail in Chapter 1 of this reference.

m Figure I-4 Diagram of device call
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When the Device Manager receives a device call from an application, it converts the
parameter block information into data on the GS/OS direct page; that conversion makes
the data available to low-level software, including drivers. The call then passes through the
device dispatcher and to the driver. After the call has been completed, the driver puts any
return information into the direct-page parameter space; the Device Manager transfers
that information back to the application’s parameter block and returns control to

the application.

How GS/0S communicates with drivers

Device drivers communicate with the operating system in two basic ways: by receiving
driver calls from the device dispatcher and by making system service calls to GS/OS.

The device dispatcher

All calls to device drivers pass through the device dispatcher. The device dispatcher
maintains a list of information about each driver attached to the system and thus
knows where to transfer control to when it receives a driver call from an FST or the
Device Manager.

The driver calls that the device dispatcher receives from FSTs or the Device Manager and
passes on to drivers are Driver_Read, Driver_Write, Driver_Status, and Driver_Control.
They are documented in Chapter 10. These particular driver calls have names that are very
similar to the names of their equivalent device calls. The lower parts of Figures I-3 and 1-4
diagram the call progress and parameter passing for these driver calls.

Note also that there is no equivalent driver call for the device calls DInfo and DRename;
these calls are handled entirely by the device dispatcher by consulting its list of device
information. DInfo must subsequently make a Driver_Status call to determine the volume
size if a block device’s size is dynamic. ,

The device dispatcher and other parts of GS/OS also make driver calls that are not
translations of device calls and are concerned with setting up drivers to perform I/O and
with shutting them down afterward. These other driver calls are Driver_Startup,
Driver_Open, Driver_Close, Driver_Flush, and Driver_Shutdown and are documented in
Chapter 10. Figure I-5 shows the progress of such a driver call; note that Figure I-5 is also
identical to the lower part of Figures I-3 and I-4.
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m Figure I-5 Diagram of driver call
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System service calls

GS/OS provides a standardized mechanism for passing information and providing
services among its low-level components such as FSTs and device drivers. That mechanism
is the system service call.

System service calls exist for various purposes: to perform disk caching, to manipulate
buffers in memory, to set system parameters such as execution speed, to send a signal to
GS/08, to call a supervisory driver, or to perform other tasks. Not all drivers need all of
these services, but each is useful in a particular situation. If you are writing a device driver,
consult Chapter 11 to see what system service calls are available to your driver and what
each does.

Drivers make system service calls through jumps to locations specified in the system
service dispatch table. Parameters are passed back and forth through registers on the
stack and through the same direct-page space used for driver calls. See Figure I-6.

Introduction The Device Level in GS/OS
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® Figure I-6 Diagram of system service call

System service » Parameter space
dispatch table 1 on direct page
(Other parameters passed

on stack and in registers)

Calling sequence
meep- Parameter passing

Driver features

This section describes some of the notable features that GS/OS drivers can have. See the
referenced chapters for more information.

Configuration

GS/OS drivers can be configurable, meaning that the user can customize and store certain
driver settings. For example, for a driver that controlled a serial port, such parameters as
bits per second, parity, stop bits, and so on could be customized and stored.

Many users will never need to configure drivers. Others will use the capability when
adding a peripheral device or adjusting device driver or system default settings. As
a device driver writer, you can choose which user-configurable features you want in
your driver. .

The specific formats in which configuration options are to be presented to the user, how
the chosen settings are to be stored, and how the options are to be set up by the driver
the first place are specific to the individual driver. However, the overall format in which
the configuration parameters are to be stored in the device driver and what calls are used
to set or modify those parameters are defined in Chapters 8 and 10.

12 Apple 1IGs GS/OS Device Driver Reference



Cache support

Caching is the process by which frequently accessed disk blocks are kept in memory to
speed subsequent accesses to those blocks. On the Apple IIGS computer the user can
control what the maximum cache size can be. It is the driver, however, that is responsible
for making caching work. GS/OS block drivers should support caching.

The GS/OS cache is a write-through cache. That is, when an FST issues a Write call to a
device driver, the driver writes the same data to the block in the cache and the equivalent
block on the disk. Never does the block in the cache contain information more recent
than that in the disk block. Also, like most caching implementations, the GS/OS cache
uses a least recently used (LRU) algorithm: Once the cache is full, the least recently used
(accessed) block in the cache is sacrificed for the next new block that is written.

Cache memory is obtained and released by GS/OS on an as-needed basis. Only as
individual blocks are cached is the necessary amount of memory (up to the maximum
set by the user) assigned to the cache. The size of a block in the cache is essentially
unrestricted, limited only by the maximum size of the cache itself.

Drivers implement caching by making system service calls. Caching is described in
Chapter 9; system service calls are documented in Chapter 11.

Terms and conventions

Terms introduced in this book are printed in bold type where defined and are listed in
the glossary.

Assembly-language labels, entry points, programs and subroutine names, and filenames
that appear in text passages are printed in Apple Courier typeface (for example, DowItem
and MENU. PAS). There is one exception: The names of Apple IIGS system software
routines such as toolbox calls and operating system calls (for example, NewModalDialog
and QUIT) are printed in normal type.

The following words mark special messages to you:

¢ Note: Text set off in this manner presents sidelights or interesting information.

Introduction The Device Level in GS/OS
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A Important  Text set off in this manner—with the word Important—presents
important information or instructions. a

A Warning Text set off in this manner—with the word Warning—indicates
potential serious problems. a

Code-list convention

The source code listings in these chapters and the driver examples in the appendixes are in
assembly language. In addition to the 65C816 syntax and notation, please note the
following conventions:

m Toolbox calls are in boldface.
m Reserved words are in italics.

m Names of functions, procedures, types, and user-defined constants begin with
lowercase letters.

m Boolean values (such as TRUE and FALSE) are all CAPITAL letters.
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Chapter 1 GS/OS Device Call Reference

This chapter explains how to call device drivers and documents the
GS/0S® device calls: application-level calls that give applications
direct access to devices by bypassing all file systems.

This chapter repeats the device-call descriptions of GS/OS Reference but
provides more complete documentation; in particular, it describes all the
standard DStatus and DControl subcalls.

This chapter describes only standard GS/OS (class-1) device calls; for
descriptions of how GS/OS handles equivalent ProDOS® 16 (class-0)
device calls, see Appendix B of GS/0S Reference.
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How to make a device call

Your application makes GS/OS device calls just like it makes any other application-level
GS/0S calls—it sets up a parameter block in memory and executes either an in-line or a
stack-based call method (either directly or with a macro). Chapter 3 of GS/OS Reference
describes all the methods for making GS/OS calls.

All device calls are handled by the Device Manager and are listed in Table 1-1. The rest of
this chapter documents how the device calls work.

s Table1-1 GS/OS device calls

Call number Name
$202C Dinfo
$202D DStatus
$202E DControl
$202F DRead
$2030 DWrite
$2036 DRename

The diagram accompanying each call description in this chapter is a simplified
representation of the call’s parameter block in memory. The width of the parameter block
diagram represents 1 byte; successive tick marks down the side of the block represent
successive bytes in memory. Each diagram also includes these features:

m Offset: Hexadecimal numbers down the left side of the parameter block represent
byte offsets from the base address of the block.

m Name: The name of each parameter appears at the parameter’s location within
the block.

m No.: Each parameter in the block has a number, identifying its position within the
block. The total number of parameters in the block is called the parameter count
(pCount); pCount is the initial (zeroth) parameter in each call. The pcount
parameter is needed because in some calls parameter count is not fixed; see the
following description of minimum parameter count.

m Size and type: Each parameter is also identified by size (word or longword) and type
(input or result, and value or pointer). A word is 2 bytes; a longword is 4 bytes. An input
is a parameter passed from the caller to GS/OS; a result is a parameter returned to the
caller from GS/OS. A value is numeric or character data to be used directly; a pointer is
the address of a buffer containing data (whether input or result) to be used.
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® Minimum parameter count: To the right of each diagram, across from the pcount
parameter, the minimum permitted value for pcount appears in parentheses. The

maximum permitted value for pcount is the total number of parameters shown in
the diagram.

Each parameter is described in detail after the diagram. Additional important notes, call
requirements, and principal error results follow the parameter descriptions.

Chapter 1  GS/OS Device Call Reference 19



Dinfo ($202C)

Description
are updated.
Parameters Offset No.
500 — pCount - —_—
sz devNum 4 1
$04| _
- devName - 2
$08 -characteristics 3
$0A L
.  totalBlocks 4
SOE| slotNum - 5
$10_ unitNum - 6
S12f_ version - 7
S14| deviceIDNum 8
S5 headLink o 9
$18) forwardLink - 10
S1A L ]
L extendedDIBPtr 11
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Dinfo returns certain attributes of a device known to the system. The

information is in the device’s device information block (DIB). The
Device Manager makes a call to the device dispatcher to obtain the
pointer to the DIB and then returns the requested parameters from the
DIB. If the pcount parameter is greater than 3, the DInfo call actually
issues a DStatus call with a status code of 0 to the device to obtain the
current block count. This ensures that any dynamic parameters in the DIB

Size and type
Word input value (minimum = 2)

Word input value

Longword input pointer

~ Word result value

Longword result value

Word result value
Word result value
Word result value
Word result value
Word result value

Word result value

Longword input pointer



pCount

devNum

devName

Word input value: the number of parameters in this parameter block.
Minimum is 2; maximum is 11.

Word input value: a nonzero device number. GS/OS assigns device
numbers in sequence 1, 2, 3,... as it loads or creates the device drivers.
Because the device list is dynamic, there is no fixed correspondence
between devices and device numbers. To get information about every
device in the system, make repeated calls to DInfo with devNum values
of 1, 2, 3,... until GS/OS retums error $11 (invalid device number).

Longword input pointer: points to a result buffer in which GS/OS returns
the device name corresponding to the device number. The maximum size
of the device-name string is 32 bytes, so the maximum size of the
returned value is 34 bytes. The buffer size should thus be 36 bytes.

characteristics

1 = RAM or ROM disk
1 = Generated device

Word result value: Individual bits in this word give the general
characteristics of the device. This is its format:

m Figure 1-1 Device characteristics word

15014 13[ 12{ 11{ 0] 9 {8 |76

1 = Linked device
1= Device busy -

1 = Restartable -

1 = Fixed name J

Speed group ~

1 = Block device -

. 1 = Write allowed -

1 = Read allowed ~

1 = Format allowed -

1 = Removable media -

Reserved: must b<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>